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# Введение

Алгоритмы обхода графа являются одной из важнейших задач в программировании.

Алгоритм Дейкстры используется для поиска кратчайшего пути между узлами графа. В реальных приложениях он используется для автоматического поиска направлений между физическими местоположениями, поскольку направления, которые мы получаем на Картах Google, являются примером алгоритма Дейкстры.

Алгоритм Дейкстры помогает нам найти кратчайший путь, где стоимость каждого пути не одинакова. Мы сначала имеем дело с ближайшими узлами, так что для поиска кратчайшего пути требуется очень небольшое количество шагов.

Алгоритм А\* является продвинутой формой алгоритма BFS (поиск по ширине), который сначала ищет более короткий путь, чем более длинные пути. Это полное, а также оптимальное решение для решения задач траектории и сетки.

**Цель работы:** реализовать алгоритмы обхода графа: Дейкстры и А\* для задачи поиска маршрута в лабиринте.

# Задачи

* Изучить алгоритмы построения маршрута в графе;
* Выделить особенности реализации, необходимые в конкретной задаче поиска маршрута;
* Подготовить исходные данные: лабиринт, координаты точек для посещения при обходе;
* Реализовать алгоритмы с заданными параметрами;
* Сохранить результаты обходов лабиринта и получившиеся маршруты в файл.

# 1.Теоретическая часть

## Алгоритм Дейкстры

Алгоритм Дейкстры— алгоритм поиска пути на графах, изобретённый нидерландским ученым Э. Дейкстрой в 1959 году. Находит кратчайшее расстояние от одной из вершин графа до всех остальных или до заданной конечной. Алгоритм работает только для графов без рёбер отрицательного веса. Алгоритм широко применяется в программировании и технологиях, например, его использует протокол OSPF для устранения кольцевых маршрутов.

**Эффективность**

В области нахождения пути от конкретной вершины графа до всех его вершин алгоритм Дейкстры является лучшим на данный момент. Данный алгоритм также отлично справляется с поиском пути только между 2 вершинами на графе, в котором невозможно составить эвристическую функцию, находящую примерное расстояние между двумя его вершинами (текущей и конечной).

Алгоритм Дейкстры в python очень удобен, когда мы хотим найти кратчайшее расстояние между источником и целью. Он может работать как для направленных, так и для неориентированных графов. Ограничение этого алгоритма заключается в том, что он может давать или не давать правильный результат для отрицательных чисел. В Google Maps для поиска кратчайшего маршрута между одним источником и другим мы используем алгоритм Дейкстры.

В противном случае, алгоритм Дейкстры по всем параметрам уступает своей модификации – алгоритму A\*. Причиной различий служит то, что алгоритм Дейкстры будет проверять узлы графа равномерно в порядке удаления от начального, а A\* отдаёт предпочтения тем узлам, которые по результатам эвристических расчётов ближе к конечному узлу, а значит, с большей вероятностью, будут принадлежать конечному пути. Таким образом, за счёт использования не затратной эвристической функции, A\* будет проверять не больше, а на практике – значительно меньше узлов графа, чем алгоритм Дейкстры, а значит, будет работать быстрее. [3]

**Для чего нужен алгоритм Дейкстры:**

* автоматическое построение маршрута на онлайн-карте;
* поиск системой бронирования наиболее быстрых или дешевых билетов, в том числе с возможными пересадками;
* моделирование движения робота, который перемещается по местности;
* разработка поведения неигровых персонажей, создание игрового ИИ в GameDev;
* автоматическая обработка транспортных потоков;
* маршрутизация движения данных в компьютерной сети;
* расчет движения тока по электрическим цепям. [2]

## 1.2. Алгоритм А\*

Алгоритм A\* в Python или вообще в основном представляет собой задачу искусственного интеллекта, используемую для поиска пути (из точки A в точку B) и обхода графа. Этот алгоритм является гибким и может быть использован в широком диапазоне контекстов. Алгоритм поиска A\* использует эвристическую стоимость пути, стоимость начальной точки и конечную точку. Этот алгоритм был впервые опубликован Питером Хартом, Нильсом Нильссоном и Бертрамом Рафаэлем в 1968 году. [10]

А\* - алгоритм поиска пути использует эвристику для нахождения кратчайшего пути в графе. Каждый узел  имеет стоимость f(n), которая рассчитывается как f(n)=g(n) + h(n). В этой формуле g(n) - это фактическая стоимость узла с начала пути, а h(n) - его эвристическая стоимость для достижения цели. A\* является допустимым, что означает оно всегда находит решение с оптимальным значением.[8]

**Эффективность**

Алгоритм A\* на данный момент является оптимальным способом поиска пути между двумя точками в тех случаях, когда существует сравнительно простой эвристический метод оценки расстояния между элементами области поиска. Если такого метода не существует, A\* идентичен либо алгоритму Дейкстры в вариации для двух точек, либо волновому алгоритму в зависимости от вида области поиска.

A\* в Python-это мощный и полезный алгоритм со всем потенциалом. Однако он хорош лишь настолько, насколько хороша его эвристическая функция, которая весьма изменчива, учитывая природу проблемы. Он нашел свое применение в программных системах машинного обучения и поисковой оптимизации для разработки игр. [12]

**Приоритетная очередь в Python**

Очередь с приоритетом – это особый тип очереди в структуре данных. Как следует из названия, она сортирует элементы и удаляет их в соответствии с приоритетами. В отличие от обычной, она извлекает элемент с наивысшим приоритетом вместо следующего элемента. Приоритет отдельных элементов определяется порядком их ключей.[6]

Priority Queue возвращает элемент в порядке приоритета. Поэтому, когда мы добавляем элемент в очередь, мы также предоставляем ему приоритет. Затем мы получаем элементы, они возвращаются в порядке приоритета. Сначала возвращаются товары с более низким приоритетом.[4]

**Использование приоритетных очередей**

Очередь с приоритетом и куча, как реализация такой очереди, полезны для программ, которые включают в себя поиск некоторого экстремального элемента. Очередь с приоритетом может понадобиться для эффективного решения следующих задач:

* Получить три самых популярных поста в блоге по данным о посещениях.
* Найти скорейший способ добраться из одной точки в другую.
* Спрогнозировать на основе частоты прибытия автобусов, какой из них прибудет первым.[5]

# 2. Реализация алгоритма

## Как реализовать алгоритм Дейкстры

Каждой вершине сопоставим метку — минимальное известное расстояние от этой вершины до А. Алгоритм работает пошагово — на каждом шаге он «посещает» одну вершину и пытается уменьшать метки. Работа алгоритма завершается, когда все вершины посещены. Метка самой вершины А полагается равной 0, метки остальных вершин — бесконечности. Это отражает то, что расстояния от А до других вершин пока неизвестны. Все вершины графа помечаются как непосещённые. Если доступные вершины посещены, алгоритм завершается.

В противном случае, выбирается одна из непосещённых вершин. Для каждого соседа данной вершины, кроме отмеченных как посещённые, рассмотрим новую длину пути, равную сумме значений пути от начала до вершины (метки вершины) и длины ребра, соединяющего её с этим соседом. Если полученное значение длины меньше значения метки соседа, заменим значение метки полученным значением длины. Рассмотрев всех соседей, пометим вершину как посещенную и повторим шаг алгоритма для другой вершины.[3]

## Как реализовать алгоритм «A Star»

Посетив одну конкретную вершину, алгоритм «A Star» перед переходом к следующей исследует все соседние вершины. Все вершины алгоритм разделяет на 3 категории:

1. Неизвестные вершины. Это те, которые не были еще посещены и пока что даже не найдены. Получается, что и путь к ним пока остается загадкой. Таким образом, изначально все вершины, кроме стартовой, будут в этой категории.
2. Известные вершины. Это те вершины, о которых уже известно алгоритму и уже даже известен путь к ним. Такие вершины сохраняются в «списке алгоритма» и становятся в очередь для их посещения и исследования. Из этого списка исследуются те вершины, которые считаются наиболее перспективными.
3. Исследованные вершины. В эту категорию попадают те вершины, которые уже были посещены алгоритмом «A Star». К этим вершинам известен самый короткий путь, поэтому они попадают в «закрытый список» — этот список нужен для того, чтобы исключить многократное исследование одних и тех же вершин.

Когда одна из вершин становится полностью исследованной, она попадает в категорию «исследованные вершины», а все ее соседи попадают в категорию «известные вершины» и становятся годными для исследования. На каждой уже исследованной вершине устанавливается указатель до той уже исследованной вершины, к которой у нее будет кратчайший путь.

Алгоритм «A Star» завершает свою работу только в том случае, если конечная вершина переносится в категорию «исследованные вершины». В этом случае уже будет весь список исследованных вершин, а на каждой из них будет стоять указатель с кратчайшим путем. Поэтому несложно будет по указателям отследить кратчайший путь от конечной вершины до начальной.[7]

# Пример работы

![](data:image/png;base64,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)

# Заключение

В ходе проделанной работы были изучены алгоритмы построения маршрута в графе, в частности алгоритмы Дейкстры и А\*. Подготовили лабиринт, реализовали алгоритмы с заданными параметрами. Для построения маршрута в лабиринте, мы использовали алгоритм Дейкстры от начала лабиринта до ключа «\*», и алгоритмом А\* находили путь от ключа «\*» до выхода. Результат сохранили в отдельный файл «maze-for-me-done», в котором сам маршрут построен точками (.) до ключа, а от него запятыми (,) до выхода.
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# Приложение 1

**Листинг программы**

def available\_paths(point, maze):  
 x, y = point  
 x\_length = len(maze)  
 y\_length = len(maze[0])  
 awailable\_ways = []  
  
 if (x - 1) >= 0 and maze[x - 1][y] == " ":  
 waypoint = (x - 1, y)  
 awailable\_ways.append(waypoint)  
  
 if (y + 1) < y\_length and maze[x][y + 1] == " ":  
 waypoint = (x, y + 1)  
 awailable\_ways.append(waypoint)  
  
 if (x + 1) < x\_length and maze[x + 1][y] == " ":  
 waypoint = (x + 1, y)  
 awailable\_ways.append(waypoint)  
  
 if (y - 1) >= 0 and maze[x][y - 1] == " ":  
 waypoint = (x, y - 1)  
 awailable\_ways.append(waypoint)  
 return awailable\_ways  
  
  
def dijkstra(maze, start, end):  
 open\_list = [start]  
 closed\_list = []  
 came\_from = {}  
 g\_score = {start: 0}  
  
 while open\_list:  
 current = min(open\_list, key=lambda x: g\_score[x])  
 if current == end:  
 path = [end]  
 while current in came\_from:  
 current = came\_from[current]  
 path.append(current)  
 path.reverse()  
 return path  
  
 open\_list.remove(current)  
 closed\_list.append(current)  
  
 for neighbor in available\_paths(current, maze):  
 if neighbor in closed\_list:  
 continue  
 tentative\_g\_score = g\_score[current] + 1  
 if neighbor not in open\_list or tentative\_g\_score < g\_score[neighbor]:  
 came\_from[neighbor] = current  
 g\_score[neighbor] = tentative\_g\_score  
 if neighbor not in open\_list:  
 open\_list.append(neighbor)  
 return open\_list  
  
  
def heuristic(current, end):  
 return abs(current[0] - end[0]) + abs(current[1] - end[1])  
  
  
def a\_star(maze, start, end):  
 open\_list = [start]  
 closed\_list = []  
 came\_from = {}  
 g\_score = {start: 0}  
 f\_score = {start: heuristic(start, end)}  
  
 while open\_list:  
 current = min(open\_list, key=lambda x: f\_score[x])  
 if current == end:  
 path = [end]  
 while current in came\_from:  
 current = came\_from[current]  
 path.append(current)  
 path.reverse()  
 return path  
  
 open\_list.remove(current)  
 closed\_list.append(current)  
  
 for neighbor in available\_paths(current, maze):  
 if neighbor in closed\_list:  
 continue  
 tentative\_g\_score = g\_score[current] + 1  
 if neighbor not in open\_list or tentative\_g\_score < g\_score[neighbor]:  
 came\_from[neighbor] = current  
 g\_score[neighbor] = tentative\_g\_score  
 f\_score[neighbor] = tentative\_g\_score + heuristic(neighbor, end)  
 if neighbor not in open\_list:  
 open\_list.append(neighbor)  
  
 return open\_list  
  
  
def replace\_path(maze, path, symbol):  
 for x, y in path:  
 if maze[x][y] != ' ':  
 maze[x][y] = ';'  
 else:  
 maze[x][y] = symbol  
 return maze  
  
  
if \_\_name\_\_ == '\_\_main\_\_':  
 with open('maze-for-u.txt', 'r') as f:  
 maze = [list(line.strip()) for line in f.readlines()]  
  
 for Y in range(len(maze[0])):  
 if maze[0][Y] == " ":  
 start = (0, Y)  
 break  
  
 for Y in range(len(maze[0])):  
 if maze[len(maze) - 1][Y] == " ":  
 end = (len(maze) - 1, Y)  
 break  
  
 for i in range(len(maze)):  
 for j in range(len(maze[0])):  
 if maze[i][j] == "\*":  
 key = (i, j)  
 maze[i][j] = " "  
 break  
  
 path\_to\_key = dijkstra(maze, start, key)  
 path\_to\_end = a\_star(maze, key, end)  
  
 result = replace\_path(replace\_path(maze, path\_to\_key, '.'), path\_to\_end, ',')  
 x\_key, y\_key = key  
 result[x\_key][y\_key] = '\*'  
  
 with open('maze-for-me-done.txt', 'w') as f:  
 for line in result:  
 f.write("".join(line) + "\n")